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Introduction
Why Dart?

Looking back more than two years to the first edition of this book (really?
that long?), I realize that my answer to “why Dart?” has changed. A lot.

I am very much a language, library, and protocol hipster. I love learning new
stuff. The fun of learning is very much its own reward, but that is not the
main reason that I learn. It is always nice to add another tool to the developer’s
proverbial toolbox, but I have come to realize even that is not the main driving
force to learning.

The main reason that I learn new things like Dart is that I find it to be a most
effective way to understand problems from the perspective of others. The folks
who write libraries and languages are invariably smarter and/or know the
subject matter better than I do, so learning the solutions is a crash course
on understanding the problems that currently exist. Even if I cannot use a
shiny new tool right away, the challenges faced and overcome by tool authors
stick with me.

So, when I first approached Dart, it was very much in that spirit. And wow,
did it ever work! I learned a ton from the language and from interacting with
people on the mailing list and in blogs. It profoundly affected my way of
thinking—not only about languages like JavaScript (which I still love)—but
about programming for the Web in general.

That would have been my answer from two years ago. I learn Dart—and I
think others should learn it too—because it profoundly affects the way that
one thinks about programming for the Web.

But since then…

I have really come to appreciate the intrinsic beauty and value of Dart. More
and more, it is my “go to” tool to fulfill important needs. And I love using it.
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Dart is not a JavaScript replacement. Let me repeat that: Dart is not meant
to replace JavaScript. It is much more. It took me a long while to understand
this, but Dart is not a competitor with JavaScript-the-language. It is a com-
petitor with the platform that supports developing JavaScript. And Dart is so
far ahead of JavaScript-the-platform that I would consider it a programming
mortal sin to use JavaScript when Dart is an option.

I do not hate JavaScript-the-language. Far from it, in fact. Since the first
edition of this book, I wrote a kids programming book that uses JavaScript
to introduce programming to kids. I am not even a closet JavaScript hater
who prefers to use “prettier” compile-to-JavaScript languages like CoffeeScript
or TypeScript. Even though each of those compile-to-JavaScript languages
offers some benefits over pure JavaScript, I like JavaScript enough to code
it by itself.

What I do not care for in JavaScript-land is…everything else. Manipulating
the DOM is a pain, so we must have a library for that. XMLHttpRequest is ugly,
so we need a library for that. Testing is not built in, so a library is needed for
that (and test runners and test assertions too!). And a library to manage large
codebases. And, of course, we need a library to manage all the libraries. And
(some of us) need a library to make JavaScript prettier. And don’t even get
me started on cross-browser testing, which never does seem to go as planned…

I dislike JavaScript-the-platform because I spend so much time building and
maintaining it that I do not focus on what is important: building insanely
great applications. With Dart, a consistently beautiful DOM library is built
in. HttpRequest, which comes standard with Dart, makes Ajax a breeze. Libraries
and packages are included from the outset. Testing is beautiful and easy.

Most importantly, Dart compiles to cross-browser JavaScript. Unlike every
other compile-to-JavaScript language out there, Dart does not generate
JavaScript and hope for the best. It targets a Dart-specific JavaScript compat-
ibility layer that ensures that your crazy animations, visualizations, and
effects work everywhere across the modern Web. (Note: The modern Web has
a specific meaning for Dart. It is the latest two versions of each of the major
browsers: Chrome, Firefox, Safari, Opera, and Internet Explorer. The main
reason—some would argue the only reason—not to use Dart is when support
for old versions of Internet Explorer—9 and lower—is a hard requirement.)

Oh, and did I mention that Dart is a pretty language? Well, it is and it lets
you write beautiful, maintainable code.

So my answer to “Why Dart?” has changed. Dart is the ideal language and
platform for development on the modern Web. It will still profoundly affect
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how you think. But today it is more. It is the best way to create and maintain
insanely great applications on the modern Web.

Who Should Read This Book (Besides Hipsters)?
This book is primarily intended for programmers eager to build rock-solid,
cross-browser web applications. JavaScript was originally meant to enhance
web pages. It is a testament to Brendan Eich, the inventor of JavaScript, and
the resourcefulness of those who followed that JavaScript means so much to
the Web. But JavaScript is not built to facilitate rock-solid web applications.
Dart has everything needed and more: real modules for organizing large
codebases, central package management to enable sharing, cross-browser
compatibility, and built-in beautiful testing.

I am also writing for any developer looking to keep their JavaScript skills as
fresh as possible. The best way to improve JavaScript skills is through practice
and reading other people’s code. But sometimes it can radically help to see
what the competition is up to. In this case, as we explore what Dart brings
to the table, we can better understand the gaps in an admittedly wonderful
language.

This book should be of interest to developers learning languages for the sake
of learning. I focus quite a bit on the Dart language, especially in those places
that it surprised and delighted me.

And of course, hipsters should read this book as well. Dart is just different
enough to make it intriguing to the typical language hipster and yet powerful
enough to make it worthwhile for the hipster who hopes to change the world.

How the Book Is Organized
I am trying something different with this book. Rather than introducing slices
of the language in each chapter, I bite off chunks. Each section starts with
an actual Dart project, including some commentary on the choices being
made. My goal in these sections is to leverage Dart’s avowed familiarity to
make significant headway in giving a real feel for what the language is. Since
these are real projects, they are great opportunities to point out Dart’s
strengths and, yes, some of its weaknesses.

Each of these project chapters is followed by smaller, topic-specific chapters
that go into a bit more depth about aspects of the language. I use these to
cover material that is too detailed for the project chapters and material that
cannot be found in current Dart reference material.
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So, if you want a quick introduction to the language, you can certainly start
by reading the project chapters alone. If you want a more traditional book,
then skip the project chapters and read just the topic chapters. Or read it
all—I will try to make it worth your time!

The first project is Chapter 1, Project: Your First Dart Application, on page ?.
Supplementing that project are Chapter 2, Basic Types, on page ?; Chapter
3, Functional Programming in Dart, on page ?; Chapter 4, Manipulating the
DOM, on page ?; and Chapter 5, Dart and JavaScript, on page ?.

The next project takes the simple Ajax application from Project: Your First
Dart Application and whips it into something familiar to JavaScript hipsters:
an MVC-like code structure. Looking at this in Chapter 6, Project: MVC in
Dart, on page ? gives us the chance to really use Dart’s fabulous object-
oriented programming facilities and leads directly to a more detailed discussion
in Chapter 7, Classes and Objects, on page ?. And, since no MVC application
is complete without events, we talk about them in Chapter 8, Events and
Streams, on page ?.

If you want to put a language through its paces, extracting code out into a
library, especially an MVC library, is a great way to do it. We do just that in
Chapter 9, Project: Extracting Libraries, on page ?. Following up on the MVC
library, we get to talk about Dart’s amazing support for libraries and packages
in Chapter 10, Libraries, on page ?.

Next we’ll take a look at dependency injection in Dart with Chapter 11, Project:
Varying Behavior, on page ?. Unlike JavaScript, Dart is not primarily a
dynamic language, though as you’ll see in that chapter, it is still possible to
perform some tricks of traditional dynamic languages. The follow-up to that
project is an introduction to Dart testing, which might just be Dart’s killer
feature.

The last project chapter is Chapter 13, Project: An End to Callback Hell, on
page ?, in which we further explore Dart “futures” as a higher-order
replacement for traditional callback passing. This leads into a discussion of
code isolation and message passing in Chapter 14, Futures and Isolates, on
page ?.

Finally, we conclude the book with a brief exploration of various HTML5
technologies that are not covered elsewhere in the book.
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What Is Not in This Book
We will not cover the Dart Editor. In some regards, this is something of a
loss—strongly typed languages like Dart lend themselves to code completion,
of which the Dart Editor takes advantage. Still, the focus of the book is meant
to be the language, not the tools built around it. Besides, some people (myself
included) will want to stick with their code editor of choice.

Although Dart boasts some pretty impressive server-side, Node.js-like features,
we will not cover them in this book. Many of the code samples that are
included use a web server, so peruse them if you are curious about how that
looks.

This book is not intended as a language reference. It has been hard enough
keeping even a book this size up-to-date as the language evolves! Still, the
hope is that, by being a useful and pragmatic introduction to the language,
it can serve as a strong supplement for the API documentation (which is very
nicely done).1

About the Future
Since Dart continues to evolve, so does this book. Once or twice a year,
depending on how quickly Dart changes, the content in this book is reviewed
and then revised, removed, or supplemented.

If you identify any mistakes or areas in need of improvement, please record
them in the errata: http://pragprog.com/titles/csdart/errata/add. Suggestions for new
topics to cover are also welcome!

Conventions
Class names are camel-cased (for example, HipsterModel). Classes have filenames
that are identical to the class names (for example, HipsterModel.dart). Variable
names are snake-cased (for example, background_color), while functions and
methods are lowercase camel-cased (for example, routeToRegExp()).

Let’s Get Started
With the preliminaries out of the way, let’s get started coding for the Web
without the legacy of the Web. Let’s code some Dart!

1. http://api.dartlang.org
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