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For Greta, so that she knows she can do
anything.



CHAPTER 10

Project: Collisions
We have a pretty slick game avatar. It moves, it walks, it even turns. But you
may have noticed something odd about our avatar. It can walk through trees.

In this chapter we’ll use tools that are built into our Three.js 3D JavaScript
library to prevent the avatar-in-a-tree effect. (As we’ll see in other chapters,
there are other ways to do the same thing.)

10.1 Getting Started

If it’s not already open in the ICE Code Editor, open the project from Project:
Turning Our Avatar that we named My Avatar: Turning.

Make a copy of our avatar project. From the menu in the ICE Code Editor,
select Make a Copy and enter My Avatar: Collisions as the new project name.

When you’re done with this chapter, you will

• Be able to stop game elements from moving
through each other

• Understand collisions, which are important
in gaming

• Have game boundaries for your avatar
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10.2 Rays and Intersections

The way we prevent our avatar from walking through trees is actually quite
simple. Imagine an arrow pointing down from our avatar.

In geometry, we call an arrow point a ray. A ray is what you get when you
start in one place and point in a direction. In this case, the place is where
our avatar is and the direction is down. Sometimes giving names to such
simple ideas seems silly, but it’s important for programmers to know these
names.

Programmers Like to Give Fancy Names to Simple Ideas

Knowing the names for simple concepts makes it easier to talk to
other people doing the same work. Programmers call these names
patterns.

Now that we have our ray pointing down, imagine circles on the ground around
our trees.

Here is the crazy-simple way that we prevent our avatar from running into a
tree: we don’t! Instead, we prevent the avatar’s ray from pointing through the
tree’s circle.
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If, at any time, we find that the next movement would place the avatar’s ray
so that it points through the circle, we stop the avatar from moving. That’s
all there is to it!

Star Trek II: The Wrath of Khan

It may seem strange, but watching certain science-fiction movies
will make your life easier as a programmer. Sometimes programmers
say odd things that turn out to be quotes from movies. It is not a
requirement to watch or even like these movies, but it can help.

One such quote is from the classic Star Trek II: The Wrath of Khan.
The quote is “He is intelligent, but not experienced. His pattern
indicates two-dimensional thinking.”

The bad guy in the movie was not accustomed to thinking in three
dimensions, and this was used against him. In this case, we want
to think about collisions in only two dimensions even though we
are building a three-dimensional game. We’re thinking about colli-
sions only in two dimensions (X and Z), completely ignoring the
up-and-down Y dimension.

This is yet another example of cheating whenever possible. Real
3D collisions are difficult and require new JavaScript libraries. But
we can cheat and get the same effect in many cases using easier
tricks.

At this point, a picture of what to do next should be forming in your mind.
We’ll need a list of these tree-circle boundaries that our avatar won’t be allowed
to enter. We’ll need to build those circle boundaries when we build the trees,
and detect when the avatar is about to enter a circle boundary. Last, we need
to stop the avatar from entering these forbidden areas.

• Click  HERE  to purchase this book now.  discuss
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Let’s establish the list that will hold all forbidden boundaries. Just below the
START CODING ON THE NEXT LINE line, add the following.

var not_allowed = [];

Recall from Section 7.5, Listing Things, on page ?, that square brackets are
JavaScript’s way of making lists. Here, our empty square brackets create an
empty list. The not_allowed variable is an empty list of spaces in which the
avatar is not allowed.

Next, find where makeTreeAt() is defined. When we make our tree, we’ll make
the boundaries as well. Add the following code after the line that adds the
treetop to the trunk, and before the line that sets the trunk position.

var boundary = new THREE.Mesh(
new THREE.CircleGeometry(300),
new THREE.MeshNormalMaterial()

);
boundary.position.y = -100;
boundary.rotation.x = -Math.PI/2;
trunk.add(boundary);

not_allowed.push(boundary);

There’s nothing superfancy there. We create our usual 3D mesh—this time
with a simple circle geometry. We rotate it so that it lays flat and position it
below the tree. And, of course, we finish by adding it to the tree.

But we’re not quite done with our boundary mesh. At the end, we push it
onto the list of disallowed spaces. Now every time we make a tree with the
makeTreeAt() function, we’re building up this list. Let’s do something with that
list.

At the very bottom of our code, just above the </script> tag, add the following
code to detect collisions.

function detectCollisions() {
var vector = new THREE.Vector3(0, -1, 0);
var ray = new THREE.Ray(marker.position, vector);
var intersects = ray.intersectObjects(not_allowed);
if (intersects.length > 0) return true;
return false;

}

This function returns a Boolean—a yes-or-no answer—depending on whether
the avatar is colliding with a boundary. This is where we make our ray to see
if it points through anything. As described earlier, a ray is the combination
of a direction, or vector (down in our case), and a point (in this case, the
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avatar’s marker.position). We then ask that ray if it goes through (intersects) any
of the not_allowed objects. If the ray does intersect one of those objects, then
the intersects variable will have a length that is greater than zero. In that case,
we have detected a collision and we return true. Otherwise, there is no collision
and we return false.

Collisions are a tough problem to solve in many situations, so you’re doing
great by following along with this. But we’re not quite finished. We can now
detect when an avatar is colliding with a boundary, but we haven’t actually
stopped the avatar yet. Let’s do this in the keydown listener.

In the keydown listener, if an arrow key is pressed, we change the avatar’s
position.

if (code == 37) { // left
marker.position.x = marker.position.x-5;
is_moving_left = true;

}

Such a change might mean that the avatar is now in the boundary. If so, we
have to undo the move right away. Add the following code at the bottom of
the keydown event listener (just after the if (code == 70)).

if (detectCollisions()) {
if (is_moving_left) marker.position.x = marker.position.x+5;
if (is_moving_right) marker.position.x = marker.position.x-5;
if (is_moving_forward) marker.position.z = marker.position.z+5;
if (is_moving_back) marker.position.z = marker.position.z-5;

}

Read through these lines to make sure you understand them. That bit of code
says if we detect a collision, then check the direction in which we’re moving. If
we’re moving left, then reverse the movement that the avatar just did—go back
in the opposite direction the same amount.

With that, our avatar can walk up to the tree boundaries, but go no farther.
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Yay! That might seem like some pretty easy code, but you just solved a very
hard problem in game programming.

10.3 The Code So Far

In case you would like to double-check the code in this chapter, it’s included
in Section A1.10, Code: Collisions, on page ?.

10.4 What’s Next

Collision detection in games is a really tricky problem to solve, so congratula-
tions on getting this far. It gets even tougher once you have to worry about
moving up and down in addition to left, right, back, and forward. But the
concept is the same. Usually we rely on code libraries written by other people
to help us with those cases. In some of the games we’ll experiment with
shortly, we’ll use just such a code library.

But first we’ll put the finishing touch on our avatar game. In the next chapter
we’ll add sounds and scoring. Let’s get to it!
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