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Software starts as an idea.

Let’s assume it’s a good idea—an idea that could make the world a better place, or at least make someone some money. The challenge of the software developer is to take the idea and make it real, into something that actually delivers that benefit.

The original idea is perfect, beautiful. If the person who has the idea happens to be a talented software developer, then we might be in luck: the idea could be turned into working software without ever needing to be explained to anyone else. More often, though, the person with the original idea doesn’t have the necessary programming skill to make it real. Now the idea has to travel from that person’s mind into other people’s. It needs to be communicated.

Most software projects involve teams of several people working collaboratively together, so high-quality communication is critical to their success. As you probably know, good communication isn’t just about eloquently describing your ideas to others; you also need to solicit feedback to ensure you’ve been understood correctly. This is why agile software teams have learned to work in small increments, using the software that’s built incrementally as the feedback that says to the stakeholders “Is this what you mean?”

Even this is not enough. If the developers spend a two-week iteration implementing a misunderstanding, not only have they wasted two weeks of effort, but they’ve corrupted the integrity of the codebase with concepts and functionality that do not reflect the original idea. Other developers may have already innocently started to build more code on top of those bad ideas, making it unlikely they’ll ever completely disappear from the codebase.

We need a kind of filter to protect our codebase from these misunderstood ideas.

1.1 Automated Acceptance Tests

The idea of automated acceptance tests originates in eXtreme Programming\(^1\) (XP), specifically in the practice of Test-Driven Development\(^2\) (TDD).

Instead of a business stakeholder passing requirements to the development team without much opportunity for feedback, the developer and stakeholder collaborate to write automated tests that express the outcome that the stakeholder wants. We call them acceptance tests because they express what the software needs to do in order for the stakeholder to find it acceptable. The
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test fails at the time of writing, because no code has been written yet, but it
captures what the stakeholder cares about and gives everyone a clear signal
as to what it will take to be done.

These tests are different from unit tests, which are aimed at developers and
help them to drive out and check their software designs. It’s sometimes said
that unit tests ensure you build the thing right, while acceptance tests ensure
you build the right thing.

Automated acceptance testing has been an established practice among good
XP teams for years, but many less experienced agile teams seem to see TDD
as being a programmer activity only. As Lisa Crispin and Janet Gregory point
out in Agile Testing: A Practical Guide for Testers and Agile Teams [CG08],
without the business-facing automated acceptance tests, it’s hard for the
programmers to know which unit tests they need to write. Automated accep-
tance tests help your team to focus, ensuring the work you do each iteration
is the most valuable thing you could possibly be doing. You’ll still make mis-
takes—but you’ll make a lot less of them—meaning you can go home on time
and enjoy the rest of your life.

1.2 Behaviour-Driven Development

Behaviour-Driven Development\(^3\) (BDD) builds upon Test-Driven Development
(TDD) by formalizing the good habits of the best TDD practitioners. The best
TDD practitioners work from the outside-in, starting with a failing customer
acceptance test that describes the behavior of the system from the customer’s
point of view. As BDD practitioners, we take care to write the acceptance tests
as examples that anyone on the team can read. We make use of the process
of writing those examples to get feedback from the business stakeholders
about whether we’re setting out to build the right thing before we get started.
As we do so, we make a deliberate effort to develop a shared, ubiquitous lan-
guage for talking about the system.

Ubiquitous language

As Eric Evans describes in his book Domain Driven Design [Eva03], many
software projects suffer from low-quality communication between the domain
experts and programmers on the team:

“A project faces serious problems when its language is fractured. Domain experts
use their jargon while technical team members have their own language tuned
for discussing the domain in terms of design... Across this linguistic divide, the
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domain experts vaguely describe what they want. Developers, struggling to understand a domain new to them, vaguely understand.”

With a conscious effort by the team, a ubiquitous language can emerge that is used and understood by everyone involved in the project. When the team uses this language consistently in their conversations, documentation, and code, the friction of translating between everyone’s different little dialects is gone, and the chances of misunderstandings are greatly reduced.

Cucumber helps facilitate the discovery and use of a ubiquitous language within the team, by giving the two sides of the linguistic divide a place where they can meet. Cucumber tests interact directly with the developers’ code, but they’re written in a medium and language that business stakeholders can understand. By working together to write these tests—*specifying collaboratively*—not only do the team members decide what behavior they need to implement next, but they learn how to describe that behavior in a common language that everyone understands.

When we write these tests before development starts, we can explore and eradicate many misunderstandings long before they ooze their way into the codebase.

**Examples**

What makes Cucumber stand out from the crowd of other testing tools is that it has been designed specifically to ensure the acceptance tests can easily be read—and written—by anyone on the team. This reveals the true value of acceptance tests: as a communication and collaboration tool. The easy readability of Cucumber tests draws business stakeholders into the process, helping you really explore and understand their requirements.

Here’s an example of a Cucumber acceptance test:
Feature: Sign up

Sign up should be quick and friendly.

Scenario: Successful sign up

New users should get a confirmation email and be greeted personally by the site once signed in.

Given I have chosen to sign up
When I sign up with valid details
Then I should receive a confirmation email
And I should see a personalized greeting message

Scenario: Duplicate email

Where someone tries to create an account for an email address that already exists.

Given I have chosen to sign up
But I enter an email address that has already registered
Then I should be told that the email is already registered
And I should be offered the option to recover my password

Notice how the test is specified as examples of the way we want the system to behave in particular scenarios. Using examples like this has an unexpectedly powerful effect in enabling people to visualize the system before it has been built. Anyone on the team can read a test like this and tell you whether it reflects their understanding of what the system should do, and it may well spark their imagination into thinking of other scenarios that you’ll need to consider too. Gojko Adzic’s book Specification by Example [Adz11] contains many case studies of teams who have discovered this and used it to their advantage.

Acceptance tests written in this style become more than just tests; they are executable specifications.