Planning and scheduling are two separate activities. In Chapter 2, Planning the Project, on page 35, you started the project planning. Here, you’ll think about scheduling and estimating the project. As you organize the schedule—and when you reestimate the work—you might have to modify the plan. That’s fine. Your original plan is just good enough to start. Expect to refine the plan as you schedule (and reschedule). And, don’t be afraid to refine the schedule as you replan.

4.1 Pragmatic Approaches to Project Scheduling

You planned just enough to start the project already. You need to schedule enough to start the project. There’s no point to scheduling the whole darn project when you know the project is going to evolve. If you’re working with a customer who wants to see a project schedule before they will sign a contract, be clear that the initial schedule is your best first guess. It will change. And, have that customer read about accuracy and precision of schedules in the tip Estimates Need Accuracy, Not Precision, on page 88.

A few years ago, I had a conversation with a project manager at a conference. I said it took me anywhere from about half a day to a couple of days to get started on a project schedule, and I wanted to shorten the two days down to half a day.

The other project manager stood there with her mouth open. She absolutely didn’t believe that I could schedule a project in half a day. I explained that I didn’t try to schedule everything, just the next week or so, and then I would build up the major milestones and the rolling-wave schedule (see Appendix B, on page 345) over the next few weeks.
“How do you know the end date?” she asked.

“I don’t, at least not precisely. But if I tried to plan forward to see where the end date would be that early in the project without any data, I’d be wrong. Why take the time to schedule in detail when you know you’ll be wrong?”

She said, “Gee, I never thought of it that way.”

There are many ways to schedule a project. I think top-down, so I create a first draft of the plan because that helps me create a first-draft schedule. Other project managers start with a schedule draft first. Do what feels most comfortable to you and appropriate for the project. But don’t neglect either the plan or the schedule. Every project needs both.

---

**Tip: Projects Require Both Plans and Schedules**

As the pragmatic project manager, your job is to start the project with just enough planning and to continue to plan (and replan) as you proceed. Whatever you do, don’t ignore either the plan, especially the release criteria, or the schedule. You might not need a fancy schmancy Gantt chart for a schedule; yellow stickies on the wall are fine for many projects. But you do need to both plan and schedule.

---

Your schedule will bear some resemblance to the life cycle you choose. But remember, a life cycle is a *model* of how the project could look. When it’s time to create the schedule, use the life cycle as a guideline, and make sure you’ve addressed the risks inherent in your life cycle, no matter how you need to do that. You might add timeboxed iterations and increments to phase-gate project schedules—as well as planning to replan—because those actions made sense for the particular project. Remember that a life cycle is a guide, not a straightjacket.

Scheduling and estimating are two different activities. Scheduling is ordering and showing the interdependencies of tasks. Estimating is guessing how many effort-hours a particular task will take. They are linked, because how you organize the schedule might depend on a given task’s estimate of the effort-hours and specific people required.

I wish I could wave my magic wand and say, “Here is the One Right Way to schedule and estimate your project.” But I can’t. We generally need to estimate things we’ve never done before.
Estimation of the unknown is still an art. On the other hand, if you know what life cycle you’re using, organizing the schedule is easier.

---

**Tip: Timebox Initial Planning**

Spend as little time as possible on up-front planning, especially if your project team is already assigned to your project. Take just enough time to plan so your project team can start. Timebox the charter to one hour. Timebox the project plan to another hour. Timebox the first draft of the schedule to an hour. The timeboxing will focus everyone on the few vital pieces they need to start. Once people know what they have to work on for the next week or two, you can return to the plans and schedule and see what else you need to write.

---

4.2 **Select from These Scheduling Techniques**

I select from among these scheduling techniques when laying out the project: top-down, bottom-up, and inside out, Hudson Bay Start, and a short iteration.

**Top-Down Scheduling**

Top-down scheduling generally starts with milestones. Serial life cycles tend to start with top-down scheduling, because the phases are so clear. (Hint: if you must use a serial life cycle, make sure you use deliverable-based planning as a technique to generate your milestones, as discussed in Section 4.3, *Deliverable-Based Planning*, on page 77.)

Organize the project schedule into phases, iterations, or chunks. Lay them out on a whiteboard or on stickies on a wall. Dwayne Phillips recommends cards on a wall as another low-tech scheduling technique. When you schedule with cards on the wall, each person creates cards with the tasks they think they need to do. Then link the cards with string [Phi04]. This technique is particularly helpful if you don’t know where to start.

The team starts organizing the schedule from the highest-level milestones and develops the tasks to support those milestones. As one or more team members understand more about what each milestone means, they break the milestone down into its component tasks.
The smaller the task at the bottom level, the easier it is to estimate how long the task will take.

**Bottom-up Scheduling**

Bottom-up scheduling starts with specific tasks. If you’re using an incremental life cycle, it might make sense to start with bottom-up scheduling. “We know we need to do this feature first, then do those features, and then have a go/no-go decision . . . .”

The project team members, working alone or in cross-functional teams, develop the milestones from the tasks. As the project manager, you can ask questions about how things fit together. (The more technical you are, the more you can help. If you don’t have domain expertise in the product, don’t interfere.)

**Inside-out Scheduling**

Inside-out scheduling works best with people who think they need to be completely adaptable. At one of my project management workshops, one PM said, “First I make a mind-map [BB96] of everything I know about the project. I might know some go/no-go review points. I might know about certain features. But I don’t know about everything at the same level, so I want to see everything before I start scheduling.”

Your mind-map might be crystal clear to you. But it might not be clear to others on the project. Mind-maps communicate much more to those present when it was created than to those who are just shown the results later. If you and your project team are using inside-out scheduling, make sure the team works together to generate the tasks and milestones.

**Hudson Bay Start**

Imagine you’re managing a project that’s completely new to you and the entire project team. You have no idea whether the environment you have will support the tools. You don’t know how to estimate the project. Consider a short iteration, such as a *Hudson Bay Start.*

The Hudson Bay Start approach was originated by the Hudson Bay Company in the 1600–1700s in northeastern Canada. The Hudson Bay Company outfitted fur traders. To make sure the traders hadn’t forgotten anything they needed, they left Hudson Bay and camped just a few miles away. By making camp just a few miles away, the traders ensured
they hadn’t forgotten any tools or supplies—before they abandoned civil-ization. With just a short start to their journey, they had a better idea about their ability to endure the winter.

A Hudson Bay Start is a technique that allows the project team to push something through the project’s environment. You want this to be as small a thing as possible. (A “Hello World” program might be just fine.) The idea is for the project team to see what it would be like to start working in this environment with this product domain.

If you and the team can’t figure out what it would take to estimate any piece, timebox a Hudson Bay Start. Start something you can complete in four hours or less. (This thing doesn’t have to be real functionality.) After the team has created something, debrief the activity. The team will know more about how to estimate the tasks needed. If the team knows only a little more, start with a short iteration, and then decide what to do.

A Hudson Bay Start helps in several ways. First, the team gains some confidence that they can accomplish something. Finishing something helps them gain some insight when it comes to estimating. In addition, the team has a little insight into how to organize some tasks. “Oh, if we want to do those features in parallel, we’re going to have to make another branch and merge back in. Yikes, that means staging integration. That will take longer than working on the mainline.”

When you hear conversations like this, where people articulate the risks, then you can capture them in a parking lot (see Appendix B, on page 345) to deal with later or as you schedule.

**Start with a Short Iteration**

Use a short timeboxed iteration when the team understands the environment but isn’t sure how to estimate the tasks. A short iteration helps people see how much they can accomplish in one or two weeks, so their follow-on estimates are more accurate. You can use a short iteration after a Hudson Bay Start, once the team understands how to use the environment.

Timebox a short iteration (no more than two weeks—one week is even better), and see what the team can accomplish in that time. By the end of the iteration, the team and you will have a better idea about the requirements, the risks, and what they don’t know.
If you combine a short iteration with a short retrospective, the entire team will learn more about what it takes to schedule this project.

4.3 Start Scheduling with a Low-Tech Tool

Back in the Stone Age, when I started managing projects, we didn’t have electronic scheduling tools. We had blackboards, paper, and flowchart templates. I used a blackboard to lay out the schedule for projects. Blackboards worked well—if I made a mistake, I erased the sequence and inserted it where I needed it.

But blackboards can become messy if you have to erase and rewrite information. Even when I moved to whiteboards in the Neolithic Age, the whiteboard can be hard to see—sometimes the old information is still visible under the new drawings.

When yellow stickies came out in the Modern Age, I moved to yellow stickies.¹ It’s easy to write a task on a sticky, put the sticky up on the wall, and discuss with the rest of the project team—sometimes quite loudly—the sequence of tasks or who will do them or what the risks are. And, if the task is in the wrong place—because the team sees another way to organize the project—it’s easy to move the sticky from one place to another.

Yellow stickies involve the whole team in scheduling. The team will explain the risk as they proceed, providing you with valuable information you can use for steering the project.

**High-Tech vs. Low-Tech Scheduling**

_by Sandy, seasoned project manager_

I’ve been managing projects for about fifteen years. I started when we had scheduling tools, and I became an expert at the best-known tool. Sure, it had problems originally rolling up subprojects, but I knew how to get around that. And, we had a little problem with trying to track the details, but I got good at figuring out how to outwit the tool. I had a little problem with earned value calculations, but we moved to implementing by feature, and that helped (see Section 11.2, *Earned Value for Software Projects Makes Little Sense*, on page 220).

---

¹ For those of you who are wondering why I didn’t move to an electronic scheduling tool, the answer is easy—one didn’t exist for the operating systems I was using. Since it didn’t exist, I couldn’t use it.
Then I started managing a really large program a couple of years ago, including about 300 people in six sites. I’m no dummy, so I brought all the project managers for an initial planning meeting. I had my computer hooked up to the projector, and we started developing the schedule. Everyone was yelling at me, trying to make me see where tasks belonged. I was a little stressed but was getting there. Then the power died.

Bob, one of the subproject managers, said, “Don’t go anywhere. I’ll be right back, and we can continue.” He came back in about five minutes with pads of yellow stickies and pens. He explained how we would schedule and then everyone started writing their stickies. In about ten minutes, we started posting the stickies on the wall and discussed what each one meant and where we had issues.

We had an initial schedule in less than an hour. We took pictures of it, in case the power stayed off and my computer ran out of juice.

At the end of the meeting, every subproject manager congratulated me on how quickly we developed a schedule. Me! I gave all the credit to Bob. That schedule was good for a couple of months, and when we had to update it, we gathered the subproject managers together and did the same thing.

I was amazed by how well it worked. I still use scheduling tools, but I always start with low-tech scheduling, and if we need a major replan, I use low-tech scheduling now.

Many project managers prefer to start scheduling with an electronic scheduling tool. If you need to lay out many tasks at once and you think the sequence of those tasks are not going to change, maybe an electronic scheduling tool works at the beginning of the project. But it doesn’t involve the entire team in the scheduling activity. Using a tool to generate a schedule shortcuts the discussion and doesn’t expose silent dependencies and risks.

The project manager can type only one task at a time—and only the project manager can create tasks. The scheduling tool can show you only one page of information at a time, and the team might lose context if they can’t see the whole schedule.

If you’re not using rolling-wave planning, then an electronic scheduling tool might be OK once you and the team create the initial project schedule. (You will lose the benefit of a Big Visible Chart or Information Radiator; see Chapter 11, Creating and Using a Project Dashboard, on page 214.) But starting with a tool says to the team, “I’m in charge of the schedule; you’re not.”
If the project team owns the schedule, they will stay committed to it. If you own the schedule, you’re likely to micromanage the team, not manage the interdependencies of their tasks.

I hope I’ve convinced you to start with stickies or cards on the wall. If you’re not sure how to do that, here are several techniques I’ve used for different projects.

**Basic Sticky Scheduling**

Gather the entire project team together in a room with a long wall or a long whiteboard. Hand everyone a pad of yellow stickies and a medium or bold black pen. (I prefer to use three-inch by five-inch stickies so they’re big enough to read and a felt-tip black pen.) If you know you’re using a serial, iterative, or incremental life cycle, post the major milestones on the wall so people can see the structure of the project. Ask everyone to write all their tasks down on a sticky, one task per sticky. As the team members write down tasks, they post them on the wall. (You can see examples of this in Figure 4.1, on the next page, as well as in Figure 4.2, on page 75.)

Assign one part of the wall as the parking lot (Appendix B, on page 345), the place where the team will collect questions and assumptions that you’ll need to resolve as part of the scheduling. I use flip chart paper for the parking lot, so if I need to take the parking lot back to my office to resolve, it’s easily transportable.

Now stand back, out of the way. The project team members will start collaborating about the sequence of events, any prerequisites, assumptions, and questions.

As developers start writing their tasks, they will have questions for requirements analysts, writers, and testers—who will have questions for the developers. The project team starts to bond in a cross-functional way before the project “starts.” (In reality, the project has already started—see the sidebar on page 32—there just are no other artifacts at this time.) You can see what a short project might look like in Figure 4.1, on the next page.

Once the team has written down as much as they can and resolved the issues, it’s time for you to be involved. Expect to see these issues in the schedule:

- The team has scheduled only the first few weeks of their work. They can’t see much more detail than a few weeks out, so that’s
all they’ve scheduled. That’s OK, because you can use rolling-wave planning (Section 5.6, Using Rolling-Wave Scheduling, on page 97) to iterate on the schedule. And, it’s OK because you don’t want people to provide detail that isn’t based in reality. More detail is a waste of time.

- You might see long sequences of serial tasks. Expect this in a serial life cycle. But if you’re seeing this in an iterative or incremental life cycle, ask the team whether something is preventing them from working more in parallel. See Figure 4.2, on the next page, to see exactly the same project as Figure 4.1—except organized in a more serial way.

- You might see long sequences of many parallel tasks. You have to worry about this only in a serial life cycle, which does not—by its nature—lend itself to parallelism. However, it’s a risk to the project in any life cycle other than agile. The risk is that people will fall out of sync and extend the critical path where you did not expect the critical path to be.

Once the team has created the schedule, the team is ready to estimate how long each task will take.
Sticky Scheduling with Arrows

One of my clients starts with yellow-sticky scheduling as described here, but once the schedule is “set,” they draw arrows from one sticky to another. The arrows help them in several ways. The first is that if a sticky falls down, they know where to put it back. The second is that after they do the initial yellow-sticky scheduling, they transition to an electronic scheduling tool. A project coordinator transcribes each sticky into a task into the tool, and the arrows help them keep track of dependencies.

Sticky Scheduling for Each Group

If you’re stuck with a phase-gate schedule and can’t create a cross-functional team to implement by feature, you might need the help of a schedule to convince your management that there are other options. I’ve used sticky scheduling for a week-by-week look at the schedule to help management understand that organizing by functional team slows the project down.

On a large whiteboard or on paper taped to the wall, draw vertical lines down, one for each week. Use different colored stickies to show when different people in different functional organizations are working on the project.

Don’t forget to show the end of the project. The end of functionally organized projects tends to be difficult. Because management thinks the developers are free to start another project, they are less dedicated to the project at the time the project needs them most—when it’s time to fix defects.
**Sticky Scheduling for Features**

Recently, I’ve started using sticky scheduling to show how each feature will integrate with the others. If you are working on complex projects where you have dependencies during the project for integration, you might find it useful to plan an iteration’s worth of work with stickies.

Generate a sticky for each deliverable. Sometimes, a single feature will have several interim deliverables. Put the stickies up on the wall. Ask the project team to organize when they need which deliverable delivered into the code base. Ask the team to add any hard dates: “If you don’t deliver that piece then, we can’t finish before the end of the iteration.”

Especially if you’re working in short iterations, you don’t need to transcribe the stickies into a Gantt chart. If you’re working in an incremental life cycle, you might need to tape the stickies up for a longer project or use a Gantt to manage the dependencies.

**Benefits of Using Sticky Scheduling**

If you use sticky scheduling, you will not have a beautiful Gantt chart that can show you the critical path. That’s good, because the critical path for a software project runs through the tasks, the people, and sometimes the equipment. And, I bet your critical path changes day by day, depending on what people finished. Even if your critical path doesn’t change daily, it changes weekly. If you don’t have a line on the Gantt chart that purports to show you the critical path, you and the team will have to think about it. Thinking about it more consciously will help everyone to manage it.

In addition, a yellow-sticky schedule will not show you the end date. That’s because you should never estimate a single-point end date [DL03]. But since a scheduling tool does calculate the end date (and it’s the earliest possible end date you can’t prove the project won’t be complete by), people—especially senior management—believes that end date.

If you’re running a multisite project, you can still use sticky scheduling. If each team is responsible for a complete deliverable (a set of tested implemented features; see Section 12.3, *Make Sure Each Site Has Complete Deliverables to the Project*, on page 251), each team does its own day-to-day scheduling. You gather the team leads or project managers together to make sure they understand who is delivering what to whom and when. Since you’re dealing with major milestones, you can use
videoconferencing or webconferencing to use the equivalent of sticky scheduling.

**Deliverable-Based Planning**

Yellow-sticky planning lends itself well to deliverable-based planning. As people think about what they have to deliver to the rest of the project, they develop milestones based on deliverables, not on the ending of phases.

Phase-based planning or functional-based planning assumes that teams of people from a particular function are responsible for a piece of the project. And you can assume a phase of the project is done when those people say they are done. If you’ve ever worked on a project that had a milestone such “requirements freeze” or “code freeze,” you’ve worked on a phase-planned project.

The problem is that although those people try hard to complete their deliverables, the freezes are rarely frozen, and the completes are mostly incomplete. You end up with slushy milestones. The way to avoid slushy milestones is to plan for the milestone as a rollup of the tasks before it. If you know you have several areas of requirements, the milestone “requirements freeze” is a rollup of “requirement 1 written and reviewed,” “requirement 2 written and reviewed,” “requirement 3 written and reviewed,” and so on, until all the requirements are in the rollup.

You can use deliverable-based planning in any life cycle. Especially if you must use a serial life cycle, use deliverable-based planning to obtain feedback early about the project’s progress. If you can’t meet requirements freeze, how can you know you’ll meet any of the later milestones?

---

**Tip: Late Projects Don’t Make Up Time; They Get Later**

If you realize at the beginning of the project that the team is not making the progress you want to see, decide what to do differently. Late projects never make up time. They get later and later and later....

If you do think the project will make up time, you will find yourself in the schedule game discussed in Section 6.15, *We’ll Go Faster Now*, on page 133.
Remember This

- Start scheduling with low-tech tools. If you really need a scheduling tool, transfer the data later. Be aware of the costs associated with losing the Big Visible Chart or Information Radiator.
- Schedule by deliverables, not by functions.
- Plan to iterate the schedule. A write-once schedule is not worth the time you spent generating it.
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