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The Principle of Least Privilege

The principle of “least privilege” mandates that a process should have the
lowest level of privilege needed to accomplish its task. This never includes
running as root (UNIX/Linux) or administrator (Windows). Anything applica-
tion services need to do, they should do as nonadministrative users.

I've seen Windows servers left logged in as administrator for weeks at a time
—with remote desktop access—because some ancient piece of vendor software
required it. (This particular package also was not able to run as a Windows
service, so it was essentially just a Windows desktop application left running
for a long time. That is not production ready!)

Software that runs as root is automatically a target. Any vulnerability in root-
level software automatically becomes a critical issue. Once an attacker has
cracked the shell to get root access, the only way to be sure the server is safe
is to reformat and reinstall.

To further contain vulnerabilities, each major application should have its own
user. The “Apache” user shouldn’t have any access to the “Postgres” user, for
example.

Opening a socket on a port below 1024 is the only thing that a UNIX applica-
tion might require root privilege for. Web servers often want to open port 80
by default. But a web server sitting behind a load balancer (see Load Balancing,

on page ?) can use any port.

Containers and Least Privilege

Containers provide a nice degree of isolation from each other. Instead of cre-
ating multiple application-specific users on the host operating system, you
can package each application into its own container. Then the host kernel
will keep the containerized applications out of each others’ filesystems. That’s
helpful for reducing the containers’ level of privilege.

Be careful, though. People often start with a container image that includes
most of an operating system. Some containerized applications run a whole
init system inside the container, allowing multiple shells and processes. At
that point, the container has its own fairly large attack surface. It must be
secured. Sadly, patch management tools don’t know how to deal with contain-
ers right now. As a result, a containerized application may still have operating
system vulnerabilities that IT patched days or weeks ago.

The solution is to treat container images as perishable goods. You need an
automated build process that creates new images from an upstream base
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and your local application code. Ideally this comes from your continuous
integration pipeline. Be sure to configure timed builds for any application
that isn’t still under active development, though.

Configured Passwords

Passwords are the Brazil nut of application security; every mix has them, but
nobody wants to deal with them. There’s obviously no way that somebody
can interactively key in passwords every time an application server starts up.
Therefore, database passwords and credentials needed to authenticate to
other systems must be configured in persistent files somewhere.

As soon as a password is in a text file, it is vulnerable. Any password that
grants access to a database with customer information is worth thousands
of dollars to an attacker and could cost the company thousands in bad pub-
licity or extortion. These passwords must be protected with the highest level
of security achievable.

At the absolute minimum, passwords to production databases should be kept
separate from any other configuration files. They should especially be kept out
of the installation directory for the software. (I've seen operations zip up the
entire installation folder and ship it back to development for analysis, for
example, during a support incident.) Files containing passwords should be
made readable only to the owner, which should be the application user. If the
application is written in a language that can execute privilege separation, then
it’s reasonable to have the application read the password files before downgrad-
ing its privileges. In that case, the password files can be owned by root.

Password vaulting keeps passwords in encrypted files, which reduces the
security problem to that of securing the single encryption key rather than
securing multiple text files. This can assist in securing the passwords, but it
is not, by itself, a complete solution. Because it’s easy to inadvertently change
or overwrite file permissions, intrusion detection software such as Tripwire
should be employed to monitor permissions on those vital files.*

AWS Key Management Service (KMS) is useful here. With KMS, applications
use API calls to acquire decryption keys. That way the encrypted data (the
database passwords) don'’t sit in the same storage as the decryption keys! If
you use Vault, then it holds the database credentials directly in the vault.

In every case, it's important to expunge the key from memory as soon as
possible. If the application keeps the keys or passwords in memory, then

22. www.tripwire.com
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memory dumps will also contain them. For UNIX systems, core files are just
memory dumps of the application. An attacker that can provoke a core dump
can get the passwords. It’s best to disable core dumps on production applica-
tions. For Windows systems, the “blue screen of death” indicates a kernel
error, with an accompanying memory dump. This dump file can be analyzed
with Microsoft kernel debugging tools; and depending on the configuration
of the server, it can contain a copy of the entire physical memory of the
machine—passwords and all.
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