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1.1

There will be plenty of time for detailed explanations later in this book. For
now, let’s get started with programming

Programming with the ICE Code Editor

In this book, we’ll use the ICE Code Editor to do our programming. The ICE
Code Editor runs right inside a browser. It lets us type in our programming
code and see the results immediately.

Chrome web browser. It should look something like this:

€« C' [ gamingjs.comyice/ Tk =
1 <body></body> [~]
2 <script src="http://gamingJ]S.com/Three.js"></script> ¥ yroate || WibEcODE || =
3 <script src="http://gamingJS.com/ChromeFixes.js"></script>
4 <script>
5 var camera, scene, renderer;
6 var geometry, material, mesh;
7
8 init();
9 animate();
10
11-  function init() {
12 scene = new THREE.Scene();
13
14 var aspect = window.innerWidth / window.inAeTHeight;
15 camera = new THREE.PerspectiveCamera(75, aspect, 1, 1000);
16 camera.position.z = 500;
17 scene.add(camera);
18
19 geometry = new THREE.IcosahedronGeometry(260, 1);
20~ material = new THREE.MeshBasicMaterial({
21 color: 0x000000,
22 wireframe: true,
23 wireframeLinewidth: 2
24 H
25 |
26 mesh = new THREE.Mesh(geometry, material);
27 scene.add(mesh);
28
29 renderer = new THREE.CanvasRenderer();
30 renderer.setClearColorHex(Oxffffff);
31 renderer.setSize(window.innerWidth, window.innerHeight);
32
33 document.body.style.margin = 6; [
4 ot badu ctul acflow - 'hiddan'- M

That spinning, multisided thing is a sample of some of the stuff we’ll be
working on in this book. In this chapter we’ll create a new project named
Shapes.

To create a new project in the ICE Code Editor, we click on the menu button
(the button with three horizontal lines) in the upper-right corner of the screen
and select New from the drop-down.
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@ UPDATE HIDE CODE

NEW N

OPEN

SAVE

MAKE A COPY
SHARE
DOWNLOAD

HELP

Type the name of the project, Shapes, in the text field and click the Save button.
Leave the template set as 3D starter project.

@ UPDATE HIDE CODE

NAME: |Shapes | q

TemPLATE: | 3D starter project v

[close]

Remember, none of the projects in this book will work if you're using the ICE
Code Editor in Internet Explorer. Although some of the exercises will work
with Mozilla Firefox, it’s easiest to stick with a single browser (Google Chrome)
for all our projects.

Coding with the ICE Code Editor
vl We'll be using the ICE Code Editor throughout this book. You only

keep working even if you're not connected to the Internet.

When ICE opens a new 3D project, there is already a lot of code in the file.
We'll look closely at that code later, but for now let’s begin our programming
adventure on line 20. Look for the line that says START CODING ON THE NEXT LINE.
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Programming with the ICE Code Editor ¢ 3

&« C' [ gamingjs.com/ice/ » =

<body></body>
<script src="http://gamingJS.com/Three.js"></script> ¥ uPDATE
<script src="http://gamingJS.com/ChromeFixes.js"></script>
<script>
// This is where stuff in our game will happen:
var scene = new THREE.Scene();

// This is what sees the stuff:

var aspect_ratio = window.innerWidth / window.innerHeight;

var camera = new THREE.PerspectiveCamera(75, aspect_ratio, 1, 10000);
camera.position.z = 500;

scene.add(camera);

// This will draw what the camera sees onto the screen:
var renderer = new THREE.CanvasRenderer();
renderer.setSize(window.innerWidth, window.innerHeight);
document . body . appendChild (renderer.domElement);

J/ wwxwwkxes START CODING ON THE NEXT LINE sk

{__

Start programming here :)

// Now, show what the camera sees on the screen:
renderer.render (scene, camera);
</script>

On line 20, type the following:

var shape = new THREE.SphereGeometry(100);
var cover = new THREE.MeshNormalMaterial();
var ball = new THREE.Mesh(shape, cover);
scene.add(ball);

Once you finish typing that, you should see something cool:

10 var camera = new THREE.PerspectiveCamera(75, aspect_ratio,
11 camera.position.z = 500;
12 scene.add(camera);

// This will draw what the camera sees onto the screen:
I var renderer = new THREE.CanvasRenderer();
16 renderer.setSize(window.innerWidth, window.innerHeight);
document .body .appendChild (renderer.domElement);

) // Fxxxkxx% START CODING ON THE NEXT LINE #kkkxskx
20 var shape = new THREE.SphereGeometry (100);

2 var wrapper = new THREE.MeshNormalMaterial();

22 var ball = new THREE.Mesh(shape, wrapper);

23 scene.add(ball);

The ball that we typed—the ball that we programmed—showed up in ICE.
Congratulations! You just wrote your first JavaScript program!

Don’t worry about the structure of the code just yet; you'll get familiar with
it in A Closer Look at JavaScript Fund
3D programming that we just did.

ls For now, let’s examine the

3D things are built from two parts: the shape and something that covers the
shape. The combination of these two things, the shape and its cover, is given
a special name in 3D programming: mesh.

Mesh is a fancy word for a 3D thing. Meshes need shapes (sometimes called
geometry) and something to cover them (sometimes called materials). In this
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chapter we’ll look at different shapes. We won’t deal with different covers for
our shapes until Working with Lights and Materials.

Once we have a mesh, we add it to the scene. The scene is where the magic
happens in 3D programming. It is the world in which everything takes place.
In this case, it’s where our ball is hanging out, waiting for some friends. Let’s
add some other shapes to the scene so that the ball isn’t lonely.

Your Work Is Saved Automatically
W ! Your work is saved automatically, so you don’t have to do it yourself.
If you want to save the code yourself anyway, click the three-line
menu button in ICE and select the Save option from the drop-down.
That’s it!

Making Shapes with JavaScript

So far we have seen only one kind of shape: a sphere. Shapes can be simple,
like cubes, pyramids, cones, and spheres. Shapes can also be more complex,
like faces or cars. In this book we’ll stick with simple shapes. When we build
things like trees, we’ll combine simple shapes, such as spheres and cylinders,
to make them.

Creating Spheres

Balls are always called spheres in geometry and in 3D programming. There
are two ways to control the shape of a sphere in JavaScript.

Size: SphereGeometry(100)

The first way that we can control a sphere is to describe how big it is. We
created a ball whose radius was 100 when we said new THREE.SphereGeometry(100).
What happens when you change the radius to 2507

var shape = new THREE.SphereGeometry(250);

var cover = new THREE.MeshNormalMaterial();

var ball = new THREE.Mesh(shape, cover);
scene.add(ball);

© This points to where you should change the sphere’s size.

This should make it much bigger:
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T CFIpT
o // This is where stuff in our game will happen:

6 var scene = new THREE.Scene();

8 // This is what sees the stuff:

9 var aspect_ratio = window.innerWidth / window.innerHeight;
10 var camera = new THREE.PerspectiveCamera(75, aspect_ratio, 1, 18008);
11 camera.position.z = 500;

12 scene. add(camera);

13

14 // This will draw what the camera sees onto the screen:
15 var renderer = new THREE.CanvasRenderer();

16 renderer.setSize(window.innerWidth, window.innerHeight);

17 document.body.appendChild({renderer.domElement) ;

18

19 // xxxkxxxx START CODING ON 'THE NEXT LINE #ksiscokss

20 var shape = new THREE.SphereGeometry(250);

21 var cover = new THREE.MeshNormalMaterial();

22 var ball = new THREE.Mesh(shape, cover);

23 scene.add(ball);

24

25

26 // Now, show what the camera sees on the screen:

27 renderer.render (scene, camera);

28 </script>

What happens if you change the 250 to 10? As you probably guessed, it gets
much smaller. So that’s one way we can control a sphere’s shape. What is

the other way?

Not Chunky: SphereGeometry(100, 20, 15)

If you click on the Hide Code button in ICE, you may notice that our sphere

isn’t really a smooth ball:

You Can Easily Hide or Show the Code

If you click the white Hide Code button in the upper-right corner of
\ # the ICE window, you'll see just the game area and the objects in

the game. This is how you’ll play games in later chapters. To get

your code back, click the white Show Code button within the ICE

Code Editor.

Computers can’t really make a ball. Instead they fake it by joining a bunch
of squares (and sometimes triangles) to make something that looks like a ball.
Normally, we’ll get the right number of chunks so that it’s close enough.

Sometimes we want it to look a little smoother. To make it smoother, add

some extra numbers to the SphereGeometry() line:

var shape = new THREE.SphereGeometry (100, 20, 15);
var cover = new THREE.MeshNormalMaterial();
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var ball = new THREE.Mesh(shape, cover);
scene.add(ball);

O The first number is the size, the second number is the number of chunks
around the sphere, and the third number is the number of chunks up
and down the sphere.

This should make a sphere that is much smoother:

Play around with the numbers a bit more. You're already learning quite a bit
here, and playing with the numbers is a great way to keep learning!

Don’t Change the Chunkiness Unless You Have To
The number of chunks that we get without telling SphereGeometry to
use more may not seem great, but don’t change it unless you must.
The more chunks that are in a shape, the harder the computer has
to work to draw it. As you'll see in later chapters, it’s usually easier
for a computer to make things look smooth by choosing a different
cover for the shape.

When you're done playing, move the ball out of the way by setting its position:

var shape = new THREE.SphereGeometry(100);
var cover = new THREE.MeshNormalMaterial();
var ball = new THREE.Mesh(shape, cover);
scene.add(ball);
ball.position.set(-250,250,-250);

©® The three numbers move the ball to the left, up, and back. Don’t worry
much about what the numbers do right now—we’ll talk about position
when we start building game characters in Chapter 3, Project: Making an
Avatar, on page ?.

Making Boxes with the Cube Shape

Next we’ll make a cube, which is another name for a box. There are three
ways to change a cube’s shape: the width, the height, and the depth.
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Size: CubeGeometry(300, 100, 20)

To create a box, we’ll write more JavaScript below everything that we used to
create our ball. Type the following:

var shape = new THREE.CubeGeometry (100, 100, 100);
var cover = new THREE.MeshNormalMaterial();

var box = new THREE.Mesh(shape, cover);
scene.add(box) ;

If you have everything correct, you should see...a square:

Well, that’s boring. Why do we see a square instead of a box? The answer is
that our camera, our perspective, is looking directly at one side of the box. If
we want to see more of the box, we need to move the camera or turn the box.
Let’s turn the box by rotating it:

var shape = new THREE.CubeGeometry (100, 100, 100);
var cover = new THREE.MeshNormalMaterial();

var box = new THREE.Mesh(shape, cover);
scene.add(box) ;

box.rotation.set(0.5, 0.5, 0);

©® These three numbers turn the box down, counterclockwise, and left-right.

In this case, we rotate 0.5 down and 0.5 to the right:

Try This Yourself
Rotating things takes a little getting used to, so play with the
numbers. Try smaller and bigger numbers. A full rotation is 6.3
o (we’ll talk about that number later). Try setting two of the numbers
to 0 and another to 0.1, then to 0.25, and finally to 0.5. If you can
change the numbers fast enough, it’s almost like the cube is
spinning!
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Setting the box rotation to (0.5, 0.5, 0) should rotate the cube so we can see
that it really is a cube:

var shape = new THREE.CubeGeometry(100@, 1@, 10@);
var cover new THREE.MeshNormalMaterial();

var box = new THREE.Mesh(shape, cover);
scene.add(box);

box.rotation.set(9.5, @.5, @);

Each side of a cube doesn’t have to be the same size. Our box so far is 100
wide (from left to right), 100 tall (up and down), and 100 deep (front to back).
Let’s change it so that it is 300 wide, 100 tall, and only 20 deep:

var shape = new THREE.CubeGeometry (300, 100, 20);
var cover = new THREE.MeshNormalMaterial();

var box = new THREE.Mesh(shape, cover);
scene.add(box) ;

box.rotation.set (0.5, 0.5, 0);

This should show something like this:

var shape = new THREE.CubeGeometry (308, 100, 20);
var cover = new THREE.MeshMNormalMaterial();

var box = new THREE.Mesh(shape, cover);
scene.add(box);

box.rotation.set (8.5, @.5, @);

Play around with the numbers to get a good feel for what they can do.

Believe it or not, you already know a ton about JavaScript and 3D program-
ming. There is still a lot to learn, of course, but you can already make balls
and boxes. You can already move them and turn them. And you only had to
write ten lines of JavaScript to do it all—nice!

Let’s move our box out of the way so we can play with more shapes:

var shape = new THREE.CubeGeometry (300, 100, 20);
var cover = new THREE.MeshNormalMaterial();

var box = new THREE.Mesh(shape, cover);
scene.add(box) ;

box.rotation.set (0.5, 0.5, 0);
box.position.set (250, 250, -250);
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Using Cylinders for All Kinds of Shapes

A cylinder, which is also sometimes called a tube, is a surprisingly useful
shape in 3D programming. Think about it: cylinders can be used as tree
trunks, tin cans, wheels.... Did you know that cylinders can be used to create
cones, evergreen trees, and even pyramids? Let’s see how!

Size: CylinderGeometry(20, 20, 100)
Below the box code, type in the following to create a cylinder:

var shape = new THREE.CylinderGeometry(20, 20, 100);
var cover = new THREE.MeshNormalMaterial();

var tube = new THREE.Mesh(shape, cover);
scene.add(tube);

If you rotate that a little (you remember how to do that from the last section,
right?), then you might see something like this:

If you were not able to figure out how to rotate the tube, don’t worry. Just
add this line after the line with scene.add(tube):

tube.rotation.set(0.5, 0, 0);

When making a cylinder, the first two numbers describe how big the top and
bottom of the cylinder is. The last number is how tall the cylinder is. So our
cylinder has a top and bottom that are 20 in size and 100 in height.

If you change the first two numbers to 100 and the last number to 20, what
happens? What happens if you make the top 1, the bottom 100, and the height
100?

Try This Yourself

o Play with those numbers and see what you can create!

What did you find?

A flat cylinder is a disc:
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var shape = new THREE.CylinderGeometry(100, 100, 20);
var cover new THREE.MeshNormalMaterial();

var tube = new THREE.Mesh(shape, cover);

scene.add (tube);

tube.rotation.set(@.5, @, @);

And a cylinder that has either the top or bottom with a size of 1 is a cone:

var shape = new THREE.CylinderGeometry(1, 100, 100);
var cover = new THREE.MeshNormalMaterial();

var tube = new THREE.Mesh(shape, cover);
scene.add(tube);

tube.rotation.set (0.5, @, 9);

It should be clear that you can do a lot with cylinders, but we haven’t seen
everything yet. We have one trick left.

Pyramids: CylinderGeometry(1, 100, 100, 4)

Did you notice that cylinders look chunky? It should be no surprise then,
that you can control the chunkiness of cylinders. If you set the number of
chunks to 20, for instance, with the disc, like this:

var shape = new THREE.CylinderGeometry(100, 100, 10, 20);
var cover = new THREE.MeshNormalMaterial();

var tube = new THREE.Mesh(shape, cover);

scene.add(tube);

tube.rotation.set(0.5, 0, 0);

then you should see something like this:

var shape = new THREE.CylinderGeometry (100, 100, 10, 20);
var cover new THREE.MeshNormalMaterial();

var tube = new THREE.Mesh(shape, cover);

scene.add(tube);

tube.rotation.set (0.5, @, @);

Just as with spheres, you should use lots of chunks like that only when you
really, really need to.

Can you think how you might turn this into a pyramid? You have all of the
clues that you need.
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Try This Yourself

o Play with different numbers and see what you can create!

Were you able to figure it out? Don’t worry if you weren’t. The way we’ll do it
is actually pretty sneaky.

The answer is that you need to decrease the number of chunks that you use
to make a cone. If you set the top to 1, the bottom to 100, the height to 100,
and the number of chunks to 4, then you'll get this:

var shape = new THREE.CylinderGeometry(1, 10@, 100, 4);
var cover = new THREE.MeshNormalMaterial();

var tube = new THREE.Mesh(shape, cover);
scene.add(tube);

tube.rotation.set(@0.5, 0, 0);

It might seem like a cheat to do something like this to create a pyramid, but
this brings us to a very important tip with any programming;:

Cheat Whenever Possible
W ! You shouldn’t cheat in real life, but in programming—especially in
3D programming—you should always look for easier ways of doing

things. Even if there is a usual way to do something, there may be
a better way to do it.

You're doing great so far. Move the tube out of the center like we did with the
cube and the sphere:

tube.position.set (250, -250, -250);

Now let’s move on to the last two shapes of this chapter.
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