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One of the challenges of designing APIs is that so many results are possible.
Design, like art, is pretty much in the eye of the beholder. What some find
beautiful or correct, others find lacking. If you get a group of five API develop-
ers together to review the same user interview information we gathered in the
previous chapter, you’re likely to end up with five different API designs. And
that’s normal. We don’t all need to agree on the exact details of every API you
and your company release. However, we do need to agree on some things and
on a general process to use to design the APIs.

In this chapter, we’ll explore the notion of design thinking using patterns like
“jobs to be done,” and we’ll look at a simple API design method you can apply
to make sure your API designs are consistent. Finally, you’ll learn how to
render your API designs with sequence diagrams to help visualize the API
before you start writing the code.

The Power of Design
Art, architecture, and design all rely on the unique traits of the individual in
order to turn out the final result—the building, the canvas, the musical score,
or the API. Even though the final results rarely look the same from person to
person, artists and designers often share a similar method or style when they
go through the process of creating their work. And it’s this process or method
that can be described and standardized. When we all use the same general
method, even when we come to different final results, those results are very
likely to be compatible—they work together easily. This is the power of a good
design process. It allows people to continue to think for themselves, to con-
tribute in unique ways, and still come up with results that are compatible
across the organization.

Creating compatible solutions is an important element of a healthy API pro-
gram. In most companies, the API program will span many years, have lots
of different people involved, and over time use several different technologies
and products. Throughout all those changes, one of the things you can keep
as a constant is your design process or method. By teaching your developers
the same design method, you gain consistency without overconstraining their
creativity.

A good design method also doesn’t assume any single technology stack or
tool set. That means you’ll be able to grow an API program over time that’s
built on the power of consistent design methods and not reliant on any one
API format or protocol or other technical elements. In fact, good design process
makes it easier to change tooling over time without introducing incompatible
implementations.
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So design helps you bring consistency and compatibility to your API program.
But how does that happen? Two key elements of any successful design pro-
gram are these:

• Design thinking: The way people think about the process of designing
an API

• Jobs to be done: A focus on the tasks your API users are trying to
accomplish

Before jumping right into our API design method, let’s take a moment to review
design thinking and jobs to be done in a bit more depth.

Design Thinking
The phrase “design thinking” is used quite a bit in product design to identify
a point of view and a collection of practices that help people think differently
about the way they design and build products. Tim Brown, one-time CEO of
the design firm IDEO, describes design thinking as “a design discipline that
uses the designer’s sensibility and methods to match people’s needs with
what is technologically feasible and what a viable business strategy can convert
into customer value and market opportunity.”1 The key words in that quote
are “match people’s needs” and “viable business strategy.”

While we may not think about it much, APIs are really meant to do both those
things. They need to match people’s needs and they need to support a viable
business strategy. The people we need to pay attention to when designing
APIs are often not just end users but also developers. Knowing your audience
well is key to creating APIs that do a good job of solving the problem. For
example, designing APIs for internal use by your own team is different than
designing APIs for developers working for your customers or partners. Each
is likely to have a different point of view, different set of skills, and different
priorities.

Creating something that supports a viable business strategy or goal is
important too. It’s not a good idea to set out to design and build a bunch of
APIs without knowing there is an audience for them and a business problem
to be solved. Just creating APIs to say you have APIs is not a viable strategy.
At the same time, building APIs that no one asked for, that no one really
needs, is also a bad idea. I’ve seen API teams work hard to get funding from
leadership, then work hard to build and release generic APIs that no one
requested, only to find that company leaders complain that the new APIs

1. https://hbr.org/2008/06/design-thinking
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aren’t what they need and thus go unused. This isn’t a viable business
strategy.

What does it take to build APIs that “match people’s needs” and support a
“viable business strategy”? That is where the concept of “jobs to be done”
can help.

Jobs to Be Done
An important reason to design and build an API is to solve a problem—to
“match people’s needs.” In Chapter 3, Modeling APIs, on page ?, we worked
to discover the problem (onboarding new customers). In our case, the customer
onboarding work is a job that needs to be done. That’s what Harvard professor
and author of the books Innovator’s Dilemma and Innovator’s Solution Clayton
Christensen calls “jobs to be done.”2 He says, “People don’t simply buy prod-
ucts or services, they ‘hire’ them to make progress in specific circumstances.”
Translated into API terms, developers want to make progress (solve problems)
and they’ll use (or hire) whatever APIs will help them do that.

This means that designing APIs to solve existing problems is essential. Every
organization, large and small, has problems that need to be solved. Focusing
on them and figuring out how APIs can help is a good strategy for a number
of reasons.

First, when you uncover problems to be solved, you’re tapping into an
opportunity to make things better. When you can create an API that makes
work easier, safer, faster, and so on, that’s a win. Second, when you complete
an API that solves a problem, it’s easy to know if you reached your goal. The
truth is that sometimes our APIs don’t work as we expected and may not
actually do a good job of solving the stated problem. When that happens, we
need to learn from our attempt and then move on to design and build an API
that does solve the problem. When you start with the problem, it’s easier to
measure your success.

And measuring success is how you make sure your API supports a viable
business strategy.

Business Viable
As mentioned earlier, it doesn’t make sense to invest a lot of time and money
into an API no one really wants or needs. That’s why “matching people’s needs”
is an important element of good API design. Another important element to

2. https://www.christenseninstitute.org/jobs-to-be-done
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good API work is making sure the design and implementation work makes
good business sense. This can be a challenge since it’s common for API
designers and developers to be a bit “out of the loop” when it comes to business
details. In fact, I know many programmers prefer it that way. But in reality,
all of us working on IT projects for our companies have a responsibility to
make sure the work makes good sense both technically and business-wise.

While developers aren’t often the ones who decide business strategy, we
influence what time and money goes into executing on that strategy. In my
experience, there’s more than enough opportunity to improve the way compa-
nies use APIs in their business. In fact, the challenge is not in finding an API
opportunity, the challenge is in prioritizing the many existing opportunities.
And that’s a place where developer teams and API designers can help.

Starting an API project often represents a risk. It requires a commitment of
time, money, and personnel. Working on one project can mean not working
on other API projects. And the more time and money your API project con-
sumes, the less is available for other projects. For this reason, one of the best
things you can do when designing APIs is to reduce the risk incurred. You
can do this by building an API that matches people’s needs and has enough
flexibility built in to allow for small changes in the future without big costs.
That’s a lot to think about. But as time goes on, I’ve found most API developers
get pretty good at balancing matching needs versus anticipating changes.
We’ll see examples of this trade-off throughout the API design and build we’ll
be doing in this book.

Basically, those who are tasked with designing and building the APIs—the
glue that makes services work well together—have the job of uncovering
important needs and figuring out how to implement the APIs in a way that
makes sense both now and for the foreseeable future. We started on that path
in Chapter 3, Modeling APIs, on page ?, by uncovering the job that needs
to be done (the OnBoarding API), and now we need to turn what we learned
into a clear, concise API design that developers can use to successfully build
the final product.

To make that possible, we’ll first use a repeatable method—an API design
method—to convert our information into a design. Then we’ll take the output
of that method and produce a helpful diagram (a sequence diagram) that
documents our design and provides developers with added information they
can use to actually build the API we need.

First, let’s look at the API design method.
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